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A component framework has been defined as a set of interfaces and rules of interaction that 
govern how components 'plugged into' the framework may interact. Typical component frameworks 
also provide an implementation that partially enforces these rules of interaction. The implementation 
of the component framework and those of the participating components remain separate.1 

In this tutorial we will learn a few lessons from looking at a small but easy to 
understand (toy) example. (i) Plug-and-play composition relays on standardized 
contracts. (ii) These contracts often are symmetric and will often consist of several 
interfaces (in the sense of programming languages) defining various roles. (iii) 
Defects in plug-and-play components may cause hard to resolve problems to third-
party composers, who then experience component hell. (iv) Contract design can help 
to avoid these problems, and (v) this may require some small implementation to 
become part of the contract itself. 

Reflecting these lessons and the illustrating example, we will derive a systematic way 
to design component frameworks. 
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1 C. Szyperski: Component Software – Beyond Object-Oriented Programming, Second Edition. Addison-Wesley, 2002. 


